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Preface

Highlights

What makes this book more attractive than others?

- The fact that this work is a textbook containing an in-depth presentation of the principles of Rigid Body Kinematics.
- The fact that this work is a software release with fully documented source code.
- The fact that the logical objects in the theory are implemented as logical objects in the code.
- The use of a mathematical graph to organize multiple coordinate systems (2.3) and their corresponding kinematic states (3.2).
- The introduction of kinematic state operations such as addition, subtraction and inversion (4.2).
- The concept of propagation of mechanical information in the graph (4.1).
- The concept of specific coordinates and the role they play as a mediator between state variables and generalized coordinates (3.6).
- The handling of the quadratic velocity vector (3.8).
- The direct links from methods and equations in the theory to the code where they are implemented.
- The direct links from code documentation to the theory that supports the code.
- The fact that this work suggests a new standard for the use of logical objects in teaching Science.

Introductory Remarks

This work is a textbook containing an in-depth presentation of the principles of Rigid Body Kinematics at an advanced College level. This work is also a software release with fully documented object-oriented source code and logical objects that correspond to those in the theory and implement them. The work provides a novel approach where theoretical Classical Mechanics is integrated with the actual code that supports the computation and brings the logical objects to life.

The theory is covered in Part I, which consists of 5 chapters. The first two chapters introduce the required mathematical tools. Chapter 1 covers matrices and matrix properties and opera-
tions specific to rigid body kinematics, such as symmetric positive-definite matrices, orthogonal matrices, the orientation matrix, and skew-symmetric matrices and their relation to vectors and cross-products. Chapter 2 discusses the use of graphs for organizing the many coordinate systems used in mechanical problems involving multi-body systems. Subjects covered include graph theory, coordinate transformations, the interpolation of orientations, and the definitions of the Coordinate System graph and the Bodies and Constraints graph.

The concept of kinematic state and the definitions of the state variables position, orientation, velocity, and angular velocity, are introduced in Chapter 3. The discussion includes topics such as the definition of angular velocity by differentiation of the orientation matrix, and the definition of the specific coordinates as an intermediary agent between the state variables and the generalized coordinates. Mathematical expressions that relate the specific coordinates with the state variables, the equations of motion, and the constraint equations, and the quadratic velocity vector, are discussed in detail.

Chapter 4 introduces the rigid body model and its extension to multi-body systems. The operations of addition, direct and transposed subtraction, and inversion of kinematic states are introduced. The final chapter on theory, Chapter 5, introduces various systems of orientational specific coordinates used in kinematics. Covered are Euler angles, including conventions and singularities, Euler parameters, and an axial rotator system. The presentation includes the mathematical relations between the state variables and the specific coordinates of each particular system.

Part I, the theory, contains many direct links from final equations or mathematical methods to the code where those equations and methods have been implemented. Since the presence of the links may become a hindrance for a reader who is focused on learning the theory but has no plans to refer to the code just yet, we have used minimally intrusive, easy to ignore links that look like C++, and if clicked will take the reader directly to the relevant part. These are a smart links, they know where to go, they are unimposing, and they allow the reader to easily expand into code when the need arises. The reader must be aware that there may be more than one implementation of a mathematical equation or method, such as overloaded versions, versions that use different arguments, overridden methods in derived classes, “Get” or “Set” methods, etc. The smart links point to the general area where the implementations are, or, in the case of derived classes, they point to the base class. Some of the links may point to classes described in previous volumes of this series.

Part II of the book consists of 4 chapters and covers the documentation for the C++ foundational implementation of rigid body kinematics. The logical objects defined by the classes implement all the major equations and methods discussed in the theory. There are a total of 28 classes, including classes for specific coordinates, graphs, and mechanics. The foundational implementation is general and extensible. It provides support for all major features and allows extensions such as derived classes with new functionality to be added as necessary. The code is optimized for efficiency, but
not at the expense of generality. Production implementations derived from the foundational code will typically optimize the code for the features they need, at the expense of generality.

Part II, code documentation, contains numerous links to supporting theory, equations and definitions. Code documentation relies very heavily on the theory and contains a very large number of references. If all those references were colored or underlined, they would be too distracting. For this reason, silent links have been used in Part II. These links are indistinguishable from regular text, and therefore cause no distraction. They can be identified only by hovering the cursor over the text of interest. There are so many silent links, that chances are the link will be there when needed. Some of the silent links point to classes described in previous volumes of this series.

C++ names used in text are always clearly marked to distinguish them from ordinary words. For example, Body designates a C++ class that represents a body. The word “body” is used in the ordinary sense, while Body designates a class or an object of that class.

There is no representation here that C++ is the language of choice for object-oriented programming. The main reason that C++ was chosen for this work is that the author is an experienced C++ programmer. Other good object-oriented languages exist, but were not considered. C++, of course, is a powerful programming language and it does offer all the features needed to write a powerful foundational package. The designers of C++ have made an exceptionally good job, and very few mistakes. One of them was upholding the C convention for 0-based arrays. Constructs such as arrays, vectors, matrices and tensors have been used for centuries and the practice of using 1-based indices is well established. Countless generations of students have been educated in that understanding. The makers of C++ have ignored the practice, making C++ look somewhat like a machine-oriented language, not a high-level user-oriented language. Java has followed suit. The consequences will haunt us for years to come.

Another popular and powerful object-oriented language is Java. It would be easy to translate our C++ code into Java. The main difficulty for automating the conversion of C++ code to Java is that C++ programmers frequently use non-object-oriented features such as global variables or system functions. The code presented here does not, and should be easy to convert. We do not have plans to do the conversion, however.

Object Logic is a method for modeling reality, for abstracting the complexities of the real world into simpler, more manageable entities, the Logical Objects. Thought, then, proceeds in terms of the logical objects. Humans think in terms of objects. Animals do too. They associate properties and behavior. Birds are not afraid of passing traffic, but if a person came along on the highway, the birds would fly away. They know that a passing “car” will not “harm” them. They can tell the car from the person by their properties, and they associate the behavior because they know the object.

Object methodology helps to organize objects - and thoughts. When used systematically and with
wisdom, it can help objects and thoughts to fall into their right places, even reconcile differences between seeming incompatibilities and offer a direction for thinking. One may envisage to apply these concepts to areas of human knowledge other than science, perhaps a legal system, a government system, an organizational chart, a company. The results may teach us a few things. It will all happen, but the task isn’t easy.

The laws of Physics are already written in terms of logical objects, although this fact is not consistently acknowledged in the literature. The fact may be attributable more to the creativity and intellectual ability of the authors than to the systematic use of object methodology. The situation is somewhat similar to what happened with tensors: the laws of Physics were written in terms of tensors even before the concept of tensor was introduced. The introduction of tensors did not add to the science, but it helped to organize it. And, indirectly, also to teach it. Similarly, object methodology will not add to the science, but it will help again to organize it and to teach it.

The use of logic objects in science would also simplify the ever more important interface between science and computation. It would become possible to create permanent, multi-use computational objects of general application. The current trend, unfortunately, is to create objects specific to each application, and such objects are seldom capable of communicating with each other.

The impact of object methodologies in Computer Science has been impressive. As computers and software engineers alike became more powerful, programs became more and more compliant with object logic. Just think of the Windows operating system and how it has evolved in the last decade, from Windows 3.1 to Windows XP. Now, an icon, a file, the desktop, a network connection, just about anything, is a logical object with properties and behavior. The subject is too vast even to comment on it. Mathematicians and computer scientists have turned object methodologies into a science. It is time to start applying this science.

**Instructions**

The Rigid Body Kinematics software that accompanies this eBook is free. It consists of 45 C++ files (extensions .cpp, .h). If you have purchased this product in the form of a compressed file (extension .zip), the eBook itself and the source code files are all in the compressed file. If you have purchased the eBook alone (extension .pdf), then you will need to download the file RigidBodyKinematicsCode.zip, which contains all the C++ files.

In either case, you will also need to download the file VectorMatrix.zip, which contains 29 C++ files corresponding to the first volume of this series, “Vectors, Matrices, and C++ Code.” The download is free as well.

You can use WinZip to unpack the compressed files. Copy the eBook and the C++ files to the directory or directories of your choice.
The Internet page on frequently asked questions contains the latest information about this eBook and the corresponding code, including problems encountered after release. This page is a valuable resource, and it is maintained and updated as needed.

The method `ASSERT` has been extensively used in code. This method works only with the Microsoft Visual Studio C++ compiler, and only when compiling a debug version. `ASSERT` evaluates a logical condition and stops execution at that line of code if the condition is false, or does nothing if it is true. When compiling a release version, the compiler ignores all `ASSERT`. You can leave all `ASSERT` if you are using the Microsoft compiler for debugging code, or you can edit them out if you are using a different compiler or are not interested in debugging.

This eBook is Volume 2 of this series, and contains links to Volume 1 “Vectors, Matrices and C++ Code.” Many of these links point to a course on C++ contained in “Vectors, Matrices and C++ Code.” The course contains many C++ concepts and definitions, very useful for readers who are not entirely familiar with C++. In order to make these links operational, please locate the pdf file for “Vectors, Matrices and C++ Code,” copy it to the same directory where this eBook is stored, and rename it as “VectorsMatrices.pdf.” To test click `test`. You should see the cover of “Vectors, Matrices and C++ Code.”
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1.3.2 The Orientation Matrix

In three dimensions we will always use a unique coordinate system called the global coordinate system, which is cartesian, orthogonal and right-handed, and has a basis of three mutually perpendicular unit vectors. Everything else is referred to the global system. The global system is assumed to be inertial, but this is of no consequence here because we are only concerned with kinematics, not dynamics. We may refer to the global system as \( G(x, y, z) \), where \( G \) is the origin and \( x, y \) and \( z \) are the axes, and to the unit vectors as \( i, j \) and \( k \), or as \( x, y \) and \( z \).

We will also use many other coordinate systems, all right-handed, cartesian and orthogonal but generally not coincident with the global system, and each with a basis of three mutually perpendicular unit vectors. Such systems are used for a variety of purposes, for example we can attach a rigid body to one of them and use it to describe the motion of that body, or we can attach coordinate systems to rigid bodies at the points where the bodies are articulated with each other and use them to describe the relative motion of the bodies. These systems can move and rotate with respect to the global system and with respect to each other. We may refer to one of these systems as \( S(u, v, w) \), where \( S \) is the origin and \( u, v \) and \( w \) are the axes, and to the unit vectors as \( u, v \) and \( w \). We may also refer to the system simply as system \( S \). We will now consider the relative orientation of two such coordinate systems, \( F(p, q, t) \) and \( S(u, v, w) \), with unit vectors \( p, q, t \) and \( u, v, w \), respectively, as shown in Figure 1.1.

![Figure 1.1: Defining the relative orientation of coordinate systems \( F(p, q, t) \) and \( S(u, v, w) \). F stands for First and S for Second.](image)

Our notation intentionally suggests that \( F \) is the “first” system and \( S \) is the “second” system, and thus acknowledges a sense of direction for our analysis, without establishing a hierarchy. The components of the unit vectors \( u, v, w \) of system \( S \) are given in the \( F \) system by the following dot products:

\[
\begin{align*}
    u_p &= u \cdot p, & v_p &= v \cdot p, & w_p &= w \cdot p \\
    u_q &= u \cdot q, & v_q &= v \cdot q, & w_q &= w \cdot q \\
    u_t &= u \cdot t, & v_t &= v \cdot t, & w_t &= w \cdot t
\end{align*}
\] (1.33)
and finally, using 1.31 to convert $a \ a^T$, we obtain:

$$R(a, \alpha) = I + \sin \alpha \tilde{a} + (1 - \cos \alpha) \tilde{a}^2$$  \hspace{1cm} (1.47)

This equation is known as the **Rodriguez formula**. It expresses the rotation matrix $R$ in terms of the axis and angle of rotation. If the components of the axis unit vector $a$ are $(a_1, a_2, a_3)$, matrix $R(a, \alpha)$ is explicitly given by:

$$R(a, \alpha) = \begin{bmatrix}
\cos \alpha + a_1^2(1 - \cos \alpha) & a_1a_2(1 - \cos \alpha) - a_3 \sin \alpha & a_1a_3(1 - \cos \alpha) + a_2 \sin \alpha \\
a_1a_2(1 - \cos \alpha) + a_3 \sin \alpha & \cos \alpha + a_2^2(1 - \cos \alpha) & a_2a_3(1 - \cos \alpha) - a_1 \sin \alpha \\
a_1a_3(1 - \cos \alpha) - a_2 \sin \alpha & a_2a_3(1 - \cos \alpha) + a_1 \sin \alpha & \cos \alpha + a_3^2(1 - \cos \alpha)
\end{bmatrix}$$  \hspace{1cm} (1.48)

It is possible to show that matrix $R$ is orthogonal by proving that it satisfies $RR^T = I$. This is easier to do if one starts from equation 1.46. Equation 1.44 represents yet another application of an orthogonal matrix, rotating a vector around an axis by a given angle, and equation 1.47 is yet another way of obtaining a matrix that is orthogonal. We also note that a rotation by angle $\alpha$ around axis $a$ is the same as a rotation by angle $-\alpha$ around axis $-a$. Therefore, matrix $R$ must remain invariant when the signs of both $\alpha$ and $a$ are changed. By inspection of equation 1.48, it is easy to verify that this is indeed the case.

### 1.3.4 Orientation Matrix for a Rotated Coordinate System

In the preceding section we have developed a rotation matrix $R(a, \alpha)$, which describes a rigid rotation by an angle $\alpha$ around an axis defined by a unit vector $a$. If $R(a, \alpha)$ is multiplied by any given vector $p$, the result is the rotated vector $q$. In this section, we consider a coordinate system $F$ with unit vectors

$$p = [1, 0, 0]^T$$
$$q = [0, 1, 0]^T$$
$$t = [0, 0, 1]^T$$  \hspace{1cm} (1.49)

and we apply the rotation to the entire system. The result is another coordinate system $S$ with unit vectors $u, v, w$ given by:

$$u = R(a, \alpha) \ p = [R_{11}, R_{21}, R_{31}]^T$$
$$v = R(a, \alpha) \ q = [R_{12}, R_{22}, R_{32}]^T$$
$$w = R(a, \alpha) \ t = [R_{13}, R_{23}, R_{33}]^T$$  \hspace{1cm} (1.50)

where $R_{i,j}$ are the elements of matrix $R(a, \alpha)$. We note that the components of $u, v$ and $w$ are, respectively, the three columns of matrix $R(a, \alpha)$. By definition, equation 1.34, the three columns of the orientation matrix of system $S$ are also de components of $u, v$ and $w$. Therefore:

$$A_{FS,F} = R(a, \alpha)$$  \hspace{1cm} (1.51)
2.2. BASIC NOTIONS OF GRAPH THEORY

- A graph is a set of vertices and edges.
- A subgraph is a graph containing some or all vertices and edges of the original graph.
- A component is a connected subgraph.
- A tree is a component with no closed paths.
- A path is a set of sequential edges.
- A spanning tree is a tree with all the vertices of a component.

2.2.1 Breadth-first Search and Adjacency Level Structures

In the preceding section we have mentioned that a graph $G = (V, E)$ can be partitioned by grouping the vertices into disjoint subsets. **Adjacency level structures**, or simply **Level structures** are a very important class of partitionings. A level structure $L_0, L_1, \ldots, L_m$ with $m + 1$ levels is obtained when the subsets are defined in such a way that:

$$
\text{Adj}(L_i) \subseteq L_{i-1} \cup L_{i+1}, \quad 0 < i < m
$$

$$
\text{Adj}(L_0) \subseteq L_1
$$

$$
\text{Adj}(L_m) \subseteq L_{m-1}
$$

$m$ is the length of the level structure, and the width is defined as the maximum number of vertices in any level. In a level structure, each level $L_i, 0 < i < m$ is a separator of the graph. A separator is a set of vertices, the removal of which, together with their incident edges, disconnects an otherwise connected graph or connected component. A level structure is said to be **rooted** at $L_0$ if $L_0 \subset V$ is given and each of the remaining sets is the adjacent of the union of the preceding sets:

$$
L_i = \text{Adj} \left( \bigcup_{j=0}^{i-1} L_j \right), \quad i > 0
$$

If $L_0$ is a single vertex $u$, i.e. $L_0 = \{u\}$, we say that the level structure is **rooted at vertex** $u$. 

---

Figure 2.2: Spanning tree for the graph shown in figure 2.1.
We begin with the second term in this expression. Differentiating equation 3.46:

\[
\left( \frac{\partial T_r}{\partial s} \right)^T = \left( \frac{\partial \omega_{FS,S}}{\partial s} \right)^T J_S \omega_{FS,S}
\]

or, using equation 1.21:

\[
\left( \frac{\partial T_r}{\partial s} \right)^T = \left( \frac{\partial \omega_{FS,S}}{\partial s} \right)^T \omega_{FS,S} \hat{J}_S
\]

where we have separated \( J_S \) at the rightmost end of the equation. When \( J_S \) is given, this expression can be evaluated in terms of \( s \) and \( \dot{s} \) by using the first equation in 3.43. The \( n \times 1 \) column vector \( \left( \frac{\partial T_r}{\partial s} \right)^T \) is a quadratic function of the orientational specific velocities \( \dot{s} \), and for that reason, with its sign changed, is considered to be the first of two parts of the quadratic velocity vector. The second part is defined below.

We now evaluate the first term in equation 3.49. Using the first equation in 3.43, equation 3.46 can be written as follows:

\[
T_r = \frac{1}{2} \dot{s}^T G_{FS,S}^T J_S G_{FS,S} \dot{s}
\]

Differentiating with respect to \( \dot{s} \):

\[
\left( \frac{\partial T_r}{\partial \dot{s}} \right)^T = G_{FS,S}^T J_S G_{FS,S} \dot{s}
\]

and differentiating with respect to time:

\[
\frac{d}{dt} \left( \frac{\partial T_r}{\partial \dot{s}} \right)^T = \left( G_{FS,S}^T J_S G_{FS,S} + G_{FS,S}^T J_S \dot{G}_{FS,S} \right) \dot{s} + G_{FS,S}^T J_S G_{FS,S} \ddot{s}
\]

which can be object-organized with the help of equation 1.21 as follows:

\[
\frac{d}{dt} \left( \frac{\partial T_r}{\partial \dot{s}} \right)^T = \left[ G_{FS,S}^T (\hat{G}_{FS,S} \dot{s}) + G_{FS,S}^T (\hat{G}_{FS,S} \ddot{s}) \right] \hat{J}_S + G_{FS,S}^T J_S G_{FS,S} \ddot{s}
\]

The first term on the right is a quadratic function of the orientational specific velocities. This term is an \( n \times 1 \) column vector, and, with its sign changed, is the second and last part of the quadratic velocity vector introduced above. The last term on the right contains the orientational specific
other. Over the years, Euler angles have been used to study the motion of ships, aircraft, satellites, planets, rigid bodies, molecules, and atomic particles, just to name some of the most popular applications. There is more than one way to define Euler angles, and the different definitions are known as conventions. To create a convention, an initial system $x, y, z$ is postulated, and three successive rotations are applied to it, by angles $\varphi$, $\vartheta$ and $\psi$, respectively, resulting in the final system. The axes taken for the rotations differ, as well as the directions of the rotations, giving rise to the various conventions. Here, we use only two conventions, the ZXZ convention, and the ZYX convention.

### 5.1.2 The ZXZ Convention

In this section we discuss the **ZXZ Convention**, for Euler angles $C^{++}$, where the first rotation is taken about the initial axis $+z$, causing $x$ and $y$ to move to different positions. The second rotation is about the new axis $+x$, causing $y$ and $z$ to move to new positions, and the final rotation is about the final $+z$. Hence the name ZXZ we use for this convention. Our ZXZ convention is the same main convention used by Goldstein [13] and has also been used by Shabana. [14]

![Figure 5.1: Definition of Euler angles according to the ZXZ convention.](image)

Figure 5.1 illustrates the four different coordinate systems involved in the transformation, all with the same origin O but with different orientations, all of them orthogonal, cartesian and right-

---

1 Rotations follow the right-hand rule. A rotation about $+z$ means that the positive direction for measuring the angle is determined by the fingers of the right hand when the thumb is placed in the direction of the $+z$ axis. The corkscrew rule is also applicable: the positive direction for the angle is the direction the corkscrew has to spin in order to advance in the $+z$ direction.
where we have written $A_{ZXZ}$ for $A_{04,0}$ to identify the ZXZ convention. The ZXZ convention has a singularity when $\sin(\vartheta) = 0$, or $\vartheta$ is 0 or $\pi$, because $\varphi$ and $\psi$ cannot be told apart. The expression for the orientation matrix, equation 5.6, is correct even at the singularity. However, the equations of Kinematics also require the converse to be possible, the ability to calculate the Euler angles from a given orientation matrix. This cannot be done at the singularity, and would be inaccurate near the singularity. Therefore, the ZXZ convention should not be used at or near the singularity. Strategies to deal with singularities are discussed in Section 5.1.4.

Away from the singularity, the problem of calculating $\varphi$, $\vartheta$, $\psi$ from the orientation matrix is overdetermined, because there are more equations than unknowns, but one can always use some of the equations and ignore the rest, or use the remaining equations for a numerical check of accuracy. One way to do it is to calculate $\psi$ as $\tan^{-1}(A_{31}/A_{32})$, then obtain $\sin(\vartheta)$ from either $A_{31}$ or $A_{32}$, and use this value along with $A_{33}$ to obtain $\vartheta$. Once $\sin(\vartheta)$ is known, $\varphi$ can be obtained from $A_{13}$ and $A_{23}$. Note that both the sine and cosine of an angle are needed to calculate the angle uniquely.

The Angular Velocity in the ZXZ Convention

Let $\varphi$, $\vartheta$, $\psi$ be the Euler angles used to specify the orientation of coordinate system S with reference to coordinate system F, based on the ZXZ convention. As before, F stands for “First” and S for “Second.” Equation 5.6 can be used to calculate the corresponding orientation matrix $A_{FS,F}$, which in turn contains the components of the unit vectors of system S, and thus the orientation of S is uniquely defined. If the Euler angles are functions of time, then system S is moving relative to F, and we need an explicit expression for the two G matrices defined in equation 3.43 that will allow us to calculate the angular velocity introduced in section 3.5 in terms of the time derivatives of the Euler angles:

$$
\omega_{FS,S} = G_{FS,S} [\dot{\varphi}, \dot{\vartheta}, \dot{\psi}]^T
$$
$$
\omega_{FS,F} = G_{FS,F} [\dot{\varphi}, \dot{\vartheta}, \dot{\psi}]^T
$$

where the two G matrices are of size $3 \times 3$ and depend only on $\varphi$, $\vartheta$ and $\psi$, and $[\dot{\varphi}, \dot{\vartheta}, \dot{\psi}]^T$ is a column vector formed from the time derivatives of the Euler angles. Explicit expressions for the two G matrices are obtained by differentiation of equation 5.6 and substitution of the results in equations 3.43 and 3.42. The calculations are long but simple, and the results are also very simple:

$$
G_{FS,S}(ZXZ) \equiv G(ZXZ) = \begin{bmatrix}
\sin(\vartheta) \sin(\psi) & \cos(\psi) & 0 \\
\sin(\vartheta) \cos(\psi) & -\sin(\psi) & 0 \\
\cos(\vartheta) & 0 & 1
\end{bmatrix}
$$

(5.8)

$$
G_{FS,F}(ZXZ) \equiv G(ZXZ) = \begin{bmatrix}
0 & \cos(\varphi) & \sin(\vartheta) \sin(\varphi) \\
\sin(\varphi) & -\sin(\vartheta) \cos(\varphi) & 0 \\
1 & 0 & \cos(\vartheta)
\end{bmatrix}
$$

(5.9)
5.2.2 Angular Velocity

When the Euler parameters are functions of time, system $S$ is moving. To calculate the angular velocity we follow a procedure similar to the one outlined in section 3.5 and subsequently used in sections 5.1.2 and 5.1.3. Let

$$ e = [e_0, e_1, e_2, e_3]^T $$

be the $4 \times 1$ column vector of Euler parameters. We seek two relations of the form

$$ \omega_{FS,S} = G_{FS,S} \dot{e}^T $$
$$ \omega_{FS,F} = G_{FS,F} \dot{e}^T $$

(5.28)

similar to equations 3.43, where now the $G$ matrices are of size $3 \times 4$. As usual, the calculations are long but straightforward and the results are simple: $C++$

$$ G_{FS,S} \equiv \bar{G} = \begin{bmatrix} -2e_1 & 2e_0 & 2e_3 & -2e_2 \\ -2e_2 & -2e_3 & 2e_0 & 2e_1 \\ -2e_3 & 2e_2 & -2e_1 & 2e_0 \end{bmatrix} $$

(5.29)

$$ G_{FS,F} \equiv G = \begin{bmatrix} -2e_1 & 2e_0 & -2e_3 & 2e_2 \\ -2e_2 & 2e_3 & 2e_0 & -2e_1 \\ -2e_3 & -2e_2 & 2e_1 & 2e_0 \end{bmatrix} $$

(5.30)

The following two relations can be verified by inspection and using equation 5.23:

$$ G_{FS,S}^T G_{FS,S} = 4I $$
$$ G_{FS,F}^T G_{FS,F} = 4I $$

(5.31)

where $I$ is the $3 \times 3$ identity matrix. Premultiplying the first equation 5.28 by $G_{FS,S}^T$ and the second by $G_{FS,F}^T$, the following two equations are obtained:

$$ \dot{e} = \frac{1}{4} G_{FS,S} \omega_{FS,S} $$
$$ \dot{e} = \frac{1}{4} G_{FS,F} \omega_{FS,F} $$

(5.32)

These equations are used to calculate the time derivatives of the Euler parameters when either $\omega_{FS,S}$ or $\omega_{FS,F}$ are given. The two $G$ matrices can be combined with equation 5.24 to create two $4 \times 4$ matrices $B_{FS,S}$ and $B_{FS,F}$, also known as $\bar{B}$ and $B$, respectively, which have some very useful properties. They are defined as follows:

$$ B_{FS,S} \equiv \bar{B} = \begin{bmatrix} e_0 & e_1 & e_2 & e_3 \\ -e_1 & e_0 & e_3 & -e_2 \\ -e_2 & -e_3 & e_0 & e_1 \\ -e_3 & e_2 & -e_1 & e_0 \end{bmatrix} $$

(5.33)
7.3.3 EulerAngles Method Detail

```cpp
public: virtual void EulerAngles::CalculateD2A_dfi_dfi(double * dAdfidfi)
Calculates the $3 \times 3$ matrix $\frac{\partial^2 A_{FS,F}}{\partial \phi^2}$ using the current values of the Euler angles and the current convention, and returns the elements of the resulting matrix by argument in an array, ordered by rows.
Arguments
- `dAdfidfi` Upon return, this array will contain the elements of the resulting matrix ordered by rows.
```

```cpp
public: virtual void EulerAngles::CalculateD2A_dfi_dpsi(double * dAdfidpsi)
Calculates the $3 \times 3$ matrix $\frac{\partial^2 A_{FS,F}}{\partial \phi \partial \psi}$ using the current values of the Euler angles and the current convention, and returns the elements of the resulting matrix by argument in an array, ordered by rows.
Arguments
- `dAdfidpsi` Upon return, this array will contain the elements of the resulting matrix ordered by rows.
```

```cpp
public: virtual void EulerAngles::CalculateD2A_dfi_dth(double * dAdfidth)
Calculates the $3 \times 3$ matrix $\frac{\partial^2 A_{FS,F}}{\partial \phi \partial \theta}$ using the current values of the Euler angles and the current convention, and returns the elements of the resulting matrix by argument in an array, ordered by rows.
Arguments
- `dAdfidth` Upon return, this array will contain the elements of the resulting matrix ordered by rows.
```
Index

Acceleration
   angular, 36
Accelerations
   specific, 39, 45
Addition
   of kinematic states, 51
Adjacency level structures, 21
Angular acceleration, 36
Angular motion, 33
Angular velocity, 9, 36
   Axial rotator, 69
   Euler parameters, 66
   ZXZ convention, 60
   ZYX convention, 63
Articulated figure, 50
Assignment
   of kinematic states, 51
Axes of inertia
   principal, 43
Axial rotator, 68
   angular velocity, 69
   orientation matrix, 69
AxialRotator class, 78
Axis
   polar, 28
Bar mathematical accent, 12
BCComponent class, 180
BCEdge class, 182
BCGraph class, 186
BCVertex class, 191
Bibliography, 345
Bodies and Constraints Graph, 29
Body class, 319
BodyManager class, 337
Breadth-first search, 21
Cardinality, 18
Cholesky factorization, 5
Classes
   all, 75
   AxialRotator, 78
   BCComponent, 180
   BCEdge, 182
   BCGraph, 186
   BCVertex, 191
   Body, 319
   BodyManager, 337
   CSEdge, 194
   CSGraph, 211
   CSSState, 215
   CSVector, 234
   CSVertex, 251
   EulerAngles, 90
   EulerAnglesZXZ, 102
   EulerAnglesZYX, 113
   EulerParams, 124
   Orientator, 137
   OrthoMatrix, 159
   PComponent, 253
   PComponentWithTree, 260
   PEdge, 271
   PGraph, 277
   PPath, 289
   PPathClosed, 298
   PPathOpen, 304

347
<table>
<thead>
<tr>
<th>Classes (cntd.)</th>
<th>Diagonal matrix, 7</th>
</tr>
</thead>
<tbody>
<tr>
<td>PVertex, 313</td>
<td>Differentiating the orientation matrix, 34</td>
</tr>
<tr>
<td>Translator, 150</td>
<td>Digraph, 18</td>
</tr>
<tr>
<td>TranslatorXYZ, 156</td>
<td>Direction, 28</td>
</tr>
<tr>
<td>Class families, 74</td>
<td>reference, 18, 19</td>
</tr>
<tr>
<td>Class families for rigid body kinematics, 74</td>
<td>Direction cosines, 11</td>
</tr>
<tr>
<td>Code for rigid body kinematics, 73</td>
<td>Displacement motion, 33</td>
</tr>
<tr>
<td>Column vector, 31</td>
<td>Displacement velocity, 34</td>
</tr>
<tr>
<td>Constraint equations, 46</td>
<td>Dot mathematical accent, 34</td>
</tr>
<tr>
<td>Constraints, 46</td>
<td>Edge reference direction, 18</td>
</tr>
<tr>
<td>Conventions</td>
<td>undirected, 18</td>
</tr>
<tr>
<td>dealing with singularities, 64</td>
<td>unordered pair, 18</td>
</tr>
<tr>
<td>Euler angles, 58</td>
<td>Edges, 18</td>
</tr>
<tr>
<td>for spherical coordinates, 29</td>
<td>participating, 51</td>
</tr>
<tr>
<td>Coordinates</td>
<td>Enclosing path, 19</td>
</tr>
<tr>
<td>generalized, 45</td>
<td>shortest, 19</td>
</tr>
<tr>
<td>specific, 39</td>
<td>Equations of motion, 42</td>
</tr>
<tr>
<td>Coordinate system</td>
<td>decoupled, 43</td>
</tr>
<tr>
<td>global, 10, 23</td>
<td>Euler theorem, 16</td>
</tr>
<tr>
<td>local, 12, 35</td>
<td>Euler angles, 39, 57</td>
</tr>
<tr>
<td>orientation matrix for rotated, 14</td>
<td>angular velocity, 60, 63</td>
</tr>
<tr>
<td>Coordinate system graph, 23</td>
<td>conventions, 58</td>
</tr>
<tr>
<td>propagation, 51</td>
<td>dealing with singularities, 64</td>
</tr>
<tr>
<td>Coordinate systems, 17</td>
<td>implementation, 70</td>
</tr>
<tr>
<td>Coordinate transformations</td>
<td>ZXZ convention, 58</td>
</tr>
<tr>
<td>relative, 51</td>
<td>ZYX convention, 61</td>
</tr>
<tr>
<td>Coordinate transformations, 25</td>
<td>EulerAngles class, 90</td>
</tr>
<tr>
<td>Cross-links, 22</td>
<td>EulerAnglesZXZ class, 102</td>
</tr>
<tr>
<td>CSEdge class, 194</td>
<td>EulerAnglesZYX class, 113</td>
</tr>
<tr>
<td>CSGraph class, 211</td>
<td>Euler parameters, 39, 64</td>
</tr>
<tr>
<td>CSSState class, 215</td>
<td>angular velocity, 66</td>
</tr>
<tr>
<td>CSVector class, 234</td>
<td>orientation matrix, 65</td>
</tr>
<tr>
<td>CSVertex class, 251</td>
<td>EulerParams class, 124</td>
</tr>
<tr>
<td>Cylindrical joint, 40</td>
<td></td>
</tr>
<tr>
<td>Depth-first search, 22</td>
<td>Families, 74</td>
</tr>
<tr>
<td>Decoupling the equations of motion, 43</td>
<td>Factorization</td>
</tr>
<tr>
<td>Degrees of freedom, 32</td>
<td>Cholesky, 5</td>
</tr>
<tr>
<td>Diagonally dominant matrix, 5</td>
<td></td>
</tr>
</tbody>
</table>
Family of classes
  graphs, 179
  mechanical, 319
  specific coordinates, 77

Figure
  articulated, 50

Form invariance, 27
Form invariance
  of the laws of Physics, 31

Generalized coordinates, 45
Global coordinate system, 10, 23

Graph, 17, 18
  adjacency level structures, 21
  adjacent set, 19
  adjacent vertices, 19
  basic notions, 18
  Bodies and Constraints, 29
  breadth-first search, 21
  clique, 19
  component partitioning, 20
  connected, 20
  connected component, 20
  coordinate system, 23
  degree of a vertex, 19
  depth-first search, 22
  diameter, 19
  digraph, 18
  directed, 18
  disconnected, 20
  distance, 19
  eccentricity, 19
  edges, 18
    cross-links, 22
    tree arcs, 22
  incident edge, 19
  labeled, 18
  level structure, 20, 21
  numbered, 18
  ordered, 18
  partitioning, 20
  path, 19
    cycle, 19
    length, 19
  planar, 19
  planar embedding, 18
  rooted tree, 20
  search, 22
  section graph, 19
  selfedge, 18
  separator, 21, 22
  spanning forest, 20
  spanning tree, 20
  subgraph, 19
  tree, 20
    ancestor, 20
    descendant, 20
    father, 20
    monotone ordering, 20
    son, 20
  triangulation, 51
  undirected, 18
  vertex
    offspring, 20
    pedigree, 20
    peripheral, 19
    pseudoperipheral, 20
    vertices, 18

Graphs
  and coordinate systems, 17
  classes, 179
  family of classes, 179

Graph theory, 17, 18

Hat mathematical accent, 7

Indefinite matrix, 4

Inertia
  matrix of, 43

Interpolating orientations, 27
Invariance
   in form, 27

Inversion
   of kinematic states, 55

Joint
   Cylindrical, 40
   planar, 40
   spherical, 40

Kinematics
   vectors and matrices, 3

Kinematic state, 31, 32
   addition, 51
   assignment, 51
   direct subtraction, 53
   inversion, 55
   operations, 51
   propagation, 51
   transposed subtraction, 54

Kinetic energy
   rotational, 43, 61, 68

Level structure, 21
   length, 21
   rooted, 21
   rooted at vertex, 21
   width, 21

Linear motion, 33

Linear velocity, 34

Line of nodes, 59

Links
   silent, xiii
   smart, xii

Local coordinate system, 12, 35

Logical objects, xiii

Mathematical accents
   bar, 12
   dot, 34
   hat, 7

   tilde, 8, 36

Matrices
   used in Kinematics, 3

Matrix
   ˙A, 35
   A, 11
   alternating, 4
   diagonal, 7
   diagonally dominant, 5
   full rank, 5
   ˙G, 42
   G, 42
   ˙H, 41
   H, 41
   indefinite, 4
   minor, 4
   nondefinite, 4
   nullity, 5
   of inertia, 43
   of moments of inertia, 43
   orientation, 10, 11
   differentiation, 34
   orthogonal, 6
   P, 45
   positive definite, 4
   principal minor, 4
   properly diagonally dominant, 6
   Q, 45
   R, 47
   rank, 5
   rank deficiency, 5
   singular, 5
   skew-symmetric, 3, 8
   symmetric, 3
   triangular factorization, 5
   unsymmetric, 3

Mechanical
   classes, 319
   family of classes, 319
INDEX

Model, 49
  rigid body, 49
Motion
  angular, 33
  displacement, 33
  linear, 33
  rotation, 33
  translation, 33
Motion control, 33

Object logic, xiii
Objects
  logical, xiii
Operations
  with kinematic states, 51
Orientational specific coordinates, 39
Orientation coordinates, 57
Orientation matrix, 10, 11
  axial rotator, 69
  Euler angles
    ZXZ convention, 59
    ZYX convention, 62
  Euler parameters, 65
  for a rotated system, 14
  interpolating, 27
Orientator class, 137
Orthogonal matrix, 6
OrthoMatrix class, 159
Orthonormal base, 6

Part I, 1
Participating edges, 51
Part II, 71
Path, 19
  closed, 19
  enclosing, 19
  open, 19
  reference direction, 19
PComponent class, 253
PComponentWithTree class, 260
PEdge class, 271
PGraph class, 277
Planar joint, 40
Polar axis, 28
Position, 33
Position vector, 34
Positive definite matrix, 4
PPath class, 289
PPathClosed class, 298
PPathOpen class, 304
Preface, xi
Propagation
  of kinematic states, 51
Pseudovector, 8
PVertex class, 313

Quadratic velocity vector, 44, 45

Rank, 5
Relative coordinate transformations, 51
Rigid body kinematics
  Class families, 74
  Code, 73
Rigid body model, 49
Rodriguez formula, 14
Rotating a vector, 12
Rotational kinetic energy, 43, 61, 68
Rotation motion, 33
Row vector, 31

Section graph, 19
Silent links, xiii
Skew-symmetric matrices, 8
Smart links, xii
Spanning forest, 20
Spanning tree, 20
Specific accelerations, 39, 45
Specific coordinates, 39
  and constraints, 46
  and state variables, 40
  and the equations of motion, 42
classes, 78
Specific coordinates (cntd.)
  family of classes, 77
  orientational, 39
  translational, 39
Specific velocities, 39
Spherical coordinates, 28
  and direction, 28
  conventions, 29
Spherical joint, 40
State
  kinematic, 32
State variables, 32
  and specific coordinates, 40
Subgraph, 19
Subtraction
  of kinematic states
    direct, 53
    transposed, 54
Symmetric matrix, 3

Table of contents, v
Tensor, 31
  rank, 31
Tilde mathematical accent, 8, 36
Transformations
  coordinate, 25
Translational specific coordinates, 39
Translation motion, 33
Translation velocity, 34
Translator class, 150
TranslatorXYZ class, 156
Tree, 20
  ancestor, 20
  descendant, 20
  father, 20
  monotone ordering, 20
  older ancestor, 20
  rooted, 20
  son, 20
  spanning, 20

younger ancestor, 20
Tree arcs, 22
Triangulation
  graph, 51
Undirected
  edge, 18
  graph, 18
Variables
  state, 32
Vector
  column, 31
  position, 34
  rotating, 12
  row, 31
  transformation, 32
Vectors
  used in Kinematics, 3
Velocities
  specific, 39
Velocity, 33, 34
  angular, 36
  displacement, 34
  linear, 34
  quadratic vector, 44, 45
  translation, 34
Vertices, 18
ZXZ convention
  for Euler angles, 58
ZYX convention
  for Euler angles, 61